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The increasing availability of web services within an organization and on the Web demands for efficient search and composition mechanisms to find services satisfying user requirements. Often consumers may be unaware of exact service names that’s fixed by service providers. Rather consumers being well aware of their requirements would like to search a service based on their commitments (inputs) and expectations (outputs).

Based on this concept we have explored the feasibility of I/O based web service search and composition in our previous work[1]. The classical definition of service composition, i.e., one-to-one and onto mapping between input and output sets of composing services, is extended to give rise to three types of service match: Exact, Super and Partial match. Based on matches of all three types, different kinds of compositions are defined: Exact, Super and Collaborative Composition. Process of composition, being a match between inputs and outputs of services, is hastened by making use of information on service dependency that is made available in repository as an one time preprocessed information obtained from services populating the registry. Adopting three schemes for matching for a desired service outputs, the possibility of having different kinds of compositions is demonstrated in form of a Composition Search Tree. As an extension to our previous work, in this paper, we propose the utility of Composition Search Tree for finding compositions of interest like leanest and the shortest depth compositions.

1. INTRODUCTION

Web Services are self-contained, self-describing, modular applications that can be published, located, and invoked across the Web. As growing number of services are being available, searching the most relevant web service fulfilling the requirements of a user query is indeed challenging.

Various approaches can be used for service search, such as, searching in UDDI, Web and Service portals. The techniques for searching web services can be divided into two categories: discovery and composition. By service composition, we mean making of a new service (that does not exist on its own) from existing services. It can be useful when we are looking for a web service for given inputs and desired outputs and there is no single web service satisfying the request[1].

Most of the existing algorithms [2-8] for service composition construct chains of services based on exact matches of input/output parameters to satisfy a given query. However, the making of a chain fails at a point when inputs of a succeeding ($I^S$) service does not match exactly with the outputs ($O^P$) of a preceeding service.

To alleviate this problem, in [1] we propose a Collaborative Composition among such partially matching services for satisfying a desired service outputs, by making match criteria flexible. In addition to exact match we allow partial as well as super match for conditions $O^P \subset I^S$ and $O^P \supset I^S$ respectively. Partial match is of our interest and in [1] we have shown the possibility of successful service composition by collaboration of services that make only partial matches. The process of service composition is visualized as a Composition Search Tree [1] that arranges services in levels showing the way service compositions can be made to meet the user requirements. Our approach[1] results to a scalable implementation for use of RDBMS, a well proven technology.

Here, as an extension to our previous work, we
Input: CompositionSearchTree  
Output: SolutionNode for Shortest Depth Composition

// Initialization Steps
CurrentNode = RootNode of CST  
Level = 0  
CArr and NLCArr are arrays of ChildNodes  
Insert all ChildNodes of CurrentNode to CArr

while CArr is not empty do
  Level = Level + 1
  foreach ChildNode in CArr do
    CN = ChildNode
    if CN is an SolutionNode then
      return [CN]
    if CN is an UnsolvableNode then
      Go To 6
    else CN is an UnResolvedNode
      Insert all ChildNodes of CN to NLCArr  
      CArr=NLCArr  
      CArr=0
  return [NULL] // Composition Not Found

Algorithm 2: Searching Shortest Depth Composition

of the Composition Search Tree. If this SolutionNode has the property that it appears at a Level i that is equal to NWS, then this node will be returned as SolutionNode from Line number 13 in Algorithm 1, since this node has the least NWS among all SolutionNodes.

• Observation 2: A SolutionNode represents a LeanestComposition if and only if there are no other SolutionNodes in the Composition Search Tree that has a lesser NWS than this SolutionNode.

Rationale: This observation can be reduced from Line numbers 13 and 20 in Algorithm 1. These statements search for the SolutionNode with the least NWS and hence the algorithm always returns a SolutionNode that has the least NWS.

5. CONCLUSIONS

This paper is an extension to our previous work in [1]. In [1] the scope of composition is widened defining possibly three modes of service compositability: Exact, Partial and Super. Based on compositability of all three types and sequencing them differently, CompositionSearchTree explores all possible compositions for a given requirement. In the current work, we propose the utility of CompositionSearchTree for finding optimal service compositions like Leanest Composition and ShortestDepthComposition.

The set of web services returned by the algorithms in sections 4 and in [1] implicitly includes the final composition plan when Exact and Super composition or a combination of the two are involved, given by a chain of service calls from the SolutionNode till the RootNode. However, a composition plan needs to be derived from the set of services whenever the composition includes Collaborative Composition. In the future work we would like to work on an algorithm that generates a composition plan specifying the order of execution for services participating in a Collaborative composition. Since our system explores all possible compositions for a given requirement, we
would like to include a monitoring component that monitors execution of composition and suggests an alternative composition in case of any service failure.
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